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ABSTRACT 
 

Software development and maintenance is the activity that is used to make the error-free Software and 
also concentrates on time-consuming and complex activity. The software quality management is used to 
evaluate the quality of a software product and to keep its level high is much more difficult than to do them for 
the other industrial products. The software quality is maintained to make the software as customer satisfied one. 
In this paper I have concentrated to keep the quality level of software products high, firstly the Software Quality 
Assurance activity process like CMMI Maturity levels are defined in the early stages of software development, 
it may reduce the problem that are occurring at the time of development. 
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1. INTRODUCTION 
The Software has been used for 

commercial purpose. With every aspect of software 
development, Software engineers have been tasked 
to solve the large and complex programs and in a 
cost effective and efficient manner. Also the 
development and maintenance of the software 
product has become an important criterion. The 
Software quality assurance is implemented in the 
early stages of software development life phases, 
this is used to make the error free software and 
reduce the rework of development. 

 
In the early years, engineers faced many 

problems, without having a better knowledge in the 
software fields, such as “Late delivery of software, 
Development team exceeding the budget, poor 
quality, user requirement are not completely 
supported by the software, difficult maintenance 
and unreliable software and lack of systematic 
approach, this problem are overcome by the 
implementation of software quality activities. 

To develop a software product, the 
following criteria has to be satisfied: 

 
• User needs and constraints must be determined 

and explicitly stated. 
• The source code must be tested thoroughly. 
• The product must satisfy the user needs 
• Supporting documents such as user guide, 

installation procedures and maintenance 
documents must be prepared. 

Software Engineering 
 

 Software engineering is an emerging 
discipline that focuses on the creation, 
development, operation and maintenance of cost 
effective, reliable correct and high quality solution 
to software problems and   it is the application of a 
systematic, disciplined and quantifiable approach  
 
 
With the development, operation, and maintenance 
of software. 
 The software engineering is useful  
 
• To acquire skills to develop large programs 
• Ability to solve complex programming 

problems 
• Learn the techniques 
• To acquire skills to be a better programmer 
  
 The primary goal of software engineering 
is to improve the quality of software products and 
to increase the productivity and job satisfaction of 
software engineers. 

 
2. SOFTWARE QUALITY ASSURANCE 
(SQA) 

 
A systematic, planned set of actions 

necessary to provide adequate confidence that the 
software development process or the maintenance 
process of a software system product conforms to 
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established functional technical requirements as 
well as with the managerial requirements of 
keeping the schedule and operating within the 
budgetary confines. The difference between the 
quality control and quality assurance should be 
recognized. Quality control activities are done to 
sort the products that do not qualify for the 
qualified products to not deliver the customer or to   
not sell in the market.  
  

A Software process is a set of activities 
and associated results which produces software 
products. These activities are mostly carried out by 
software engineers. There are four fundamental 
process activities which are common to all software 
process. 
 
These activities are  
1. Software Specification: 

The functionality of the software and     
constraints on its operation must be defined. 

 
2. Software Development: 

The software to meet the specification must be 
produced. 

 
3. Software Validation 

The Software must be validated to ensure that 
it does what the customer wants. 

 
4. Software Evaluation 

The software must evolve to meet changing 
customer needs. 

 
2.1Common Process Framework 
 

 

 
Figure-1.1: Software Process framework 

Task  Sets: A number of task sets-each a 
collection of software engineering work tasks, 
project milestone, software work products and 
deliverables and software quality assurance points. 
 

Framework Activities: The task sets 
enable the framework activities to be adapted to the 
characteristics of the software   project and the 
requirements of the project team. The generic 
process framework activities are 

 
1. Communication: The customer requirement 

information gathering is done by 
communication. 

2. Planning: The planning activity defines the 
engineering work plan, describes technical 
risks, list resource     requirements, work 
products produced and defines work schedule. 

3. Modeling: The modeling activity defines the 
requirement analysis and design. 

4. Construction: The construction activity 
implements the corresponding coding and 
testing. 

5. Deployment: The software delivered for 
customer evaluation and feedback is obtained. 

 
2.2 Umbrella Activities  
     Umbrella activities –such as quality assurance, 
software configuration management and 
measurement. Umbrella activities are independent 
of any one framework activity and occur 
throughout the process. The umbrella activities are 
 
1. Software project tracking and control: The 

activity helps to access the software team 
progress and take corrective action to maintain 
schedule. 

2. Risk management: This activity analysis the 
risk that may affect the quality. 

3. Software quality assurance: This activity 
maintains the required software quality. 

4. Formal technical reviews: This activity helps 
to analyze the engineering work products to 
uncover and clear errors before they proceed to 
the next activity. 

5. Software configuration management: This 
activity manages the configuration process 
when any change in the software process. 

6. Work product preparation and production:     
This activity defines the model, document 
forms and lists to be carried out. 

7. Reusability management: This activity defines 
the work product reuse. 
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8. Measurement: This activity defines the project 
and product measure to assist the software 
team in delivering the required software. 

 
 
3. PROBLEM FORMULATION 

 
 Software Errors: The error resulting from bad 
code in some program involved in producing the 
erroneous result. 
 
 Software faults: Due to the Software errors the 
Software fault occurs.  
 
 Software failures: Due to Bug/defect/fault 
consequence of a human error. 

 
Figure.3.1 Software Errors, software faults and               

software failures 
 

3.1 Nine Causes of Software Errors 
 

1. Faulty requirements definition 
2. Client developer communication failures 
3. Deliberate deviations from software 
requirements 
4. Logical design errors 
5. Coding errors 
6. Noncompliance with documentation and coding 
instructions 
7. Shortcomings of the testing process 
8. User interface and procedure errors 
9. Documentation errors 
 
 

 
3.2 Development process relating to defects 
         
Majority of defects is introduced in earlier phases 
 

Table-1: Majority of defects 
Phase Percentage 

of defects 
Effort to 
fix defects 

Requirements  56 82 
Design 27 13 
Code 7 1 
Others 10 4 

                  
               
 
Relative cost of fixing defects 
 

Table-2: Cost of fixing defects 
Phase in which found Cost Ratio 
Requirements 1 
Design 3-6 
Coding 10 
Unit/Integration testing 15-40 
System/Acceptance testing 30-70 
Production 40-1000 

 
            
 
4. PROCESS OF SQA SYSTEM 
 
The processes are classified into two main groups: 
 

1. Organizational processes, and 
2. Departmental/Project processes. 

 
For example,  

1. Galin explains an SQA system as dividing 
its components five major classes 

2. Pre-project quality components, 
3. Project life cycle quality components, 
4. Infrastructure error preventive and 

improvement components, 
5. Software quality management 

components, 
6. Standardization, certification and SQA 

assessment components, 
7. Organizing for SQA-the human 

components. 
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4.1 Life-Cycle Phases of SQA System 
Development: 
 

 
The implementation order, start point, 

duration and end point of the SQA processes are 
analyzed. 

First of all, the phases of Software 
Development Lifecycle and SQA System 
Development Lifecycle should be explained. 
Software Development Lifecycle is a subset of the 
SQA System Development Lifecycle. Here, the 
classical waterfall model is chosen as Software 
Development Lifecycle model 

 
1. Requirements Definition/Analysis: In this phase, 
software engineers gather customer requirements 
by defining them with the help of customer and 
domain experts. Most of the time, a developed 
software must have interfaces with existing 
hardware and software. Therefore the information 
about them helps to define the interface 
requirements. In this phase, software engineers 
must understand the nature of the program to be 
built. Therefore, understanding the information 
domain, system’s required functions, behaviors, 
performance and interface are musts. 
 
2. Design: In this phase, software designer 
identifies the system inputs, outputs and processes. 
Processing algorithms, data structures, databases 
and software structures are also defined. 
 
3. Code Generation: In this phase, software 
engineers and programmers transform the design 
into a code by using a selected programming 
language. Code review, unit tests, unit integration 
tests is part of this phase. 
 
4. System Testing: In this phase, the system is 
tested as a whole and system integration is realized. 
Activities are performed by the testing team. 
 
5. Installation and Conversion: After customer 
approval, the software is installed to serve the 
customer. If the new software will be used to 
replace the existing software, a suitable conversion 
process must be performed to prevent the 
interruption in the organization’s services. 
 
6. Operation and Maintenance: Operation phase 
begins after the installation and conversion is 
completed. Maintenance activities are performed 
during the normal operation period which generally 
continues a few years. 

 
SQA System Development Lifecycle 

includes the above software development lifecycle 
phases, but it has a few phases prior to software 
development lifecycle phases: 

 
1. Pre-Project Phase: In this phase, organizational 
level activities will be performed. None of the 
activities of this phase are related to a specific 
project. During this phase, the SQA system of the 
organization is initiated, organization quality policy 
and QA methodology are defined, QA staff is 
assigned an initial SQA component are developed. 
 
2. Proposal/Contract Phase: Activities of this 
phase are performed by the proposal team and legal 
department for a contract between the customer and 
the organization. During this phase, firstly proposal 
team develops a proposal draft from the customer 
requirements document. After reviewing a proposal 
draft with a customer, a contract draft is developed 
from a final approved proposal document. After 
reviewing the contract draft with the customer, a 
mutually agreed contract which defines source, 
timetable and cost estimation for the project is 
achieved.  
 
3. Project Preparation Phase: In this phase, project 
products, project interfaces, development 
methodology, development tools, standards, 
procedures, project schedule, resource and cost 
estimation, project milestones, staff organization, 
quality goals, QA activities are identified. 
 
 
5. CMMI FRAMEWORK 

The CMMI framework is the current stage 
of work on process assessment and improvement 
that started at the software engineering institute in 
the 1980s. A capability level is a well-defined 
evolutionary plateau describing the organization's 
capability relative to a process area. A capability 
level consists of related specific and generic 
practices for a process area that can improve the 
organization's processes associated with that 
process area. Each level is a layer in the foundation 
for continuous process improvement. 

The CMMI model is divided into five 
maturity levels: 
 
       1. Initial 
       2. Managed 
       3. Defined 
       4. Quantitatively Managed 
       5. Optimizing 
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Level 1 – Initial: In Level 1, processes 

are usually ad hoc and chaotic.  The success of this 
organization depends on the competence and 
heroics of the people in the organization and not on 

the use of proven processes. In spite of this ad hoc, 
chaotic environment, maturity level 1 organizations 
often produce products and services that work, 
however, they frequently exceed the budget and  
schedule of their projects. 

 

 
Figure. 5.1: Activities of CMMI 

 
Level 2 – Repeatable: In Level 2, software 

development successes are repeatable. The 
organization may use some basic project 
management to track cost and schedule.  Process 
discipline helps ensure that existing practices are 
retained during stressful times.  As a result, projects 
are executed and managed according to techniques 
their documented plans. 
  
 

Level 3 – Defined: In Level 3, processes 
are well characterized and understood, and are 
described in standards, procedures, tools, and 
methods. The organization’s set of standard 
processes, which is the basis for level 3, is 
established and improved over time. These standard 
processes are used to establish consistency across the 
organization. Projects establish their defined 
processes by the organization’s set of standard 
processes according  
for tailoring guidelines. 
 
 Level 4 – Managed: In Level 4, 
management using precise measurements, can 
effectively control the software development effort.  
In particular, management can identify ways to 
adjust and adapt the process to particular projects 
without measurable losses of quality or deviations 
from specifications.  Subprocesses are selected that 
significantly contribute to overall process 
performance.  These selected subprocesses are 
controlled using statistical and other quantitative  
 

Level 5 – Optimizing: In Level 5, the focus 
is on continually improving process performance 
through both incremental and innovative 
technological improvements.  Quantitative process 
improvement objectives for the organization are 
established, continually revised to reflect changing 
business objectives, and used as criteria in managing 
process improvement.  Process improvements  to  
address   common  causes   of  process variation and 
measurably improve the organization’s processes are 
identified, evaluated, and deployed.  The 
organization’s ability to rapidly respond to changes 
and opportunities is enhanced by finding ways to 
accelerate and share learning. 

 
Audacious Inquiry is actively working to 

incorporate and embrace the CMMI methodology 
because we believe it will provide our organization 
with the essential elements to create improvement 
and effectiveness across projects, divisions, and the 
entire organization.  As Audacious Inquiry continues 
to grow in size and technical expertise, CMMI will 
help integrate our separate organizational functions, 
set process improvement goals and priorities, and 
provide guidance for quality processes. 
 
6. CMMI KEY PROCESS AREAS 

A Process Area is a cluster of related 
practices in an area that, when implemented 
collectively, satisfy a set of goals considered 
important for making significant improvement in that 
area. All CMMI process areas are common to both 
continuous and staged representations.  

 
The continuous representation enables the 

organization to choose the focus of its process 
improvement efforts by choosing those process areas, 
or sets of interrelated process areas, that best benefit 
the organization and its business objectives. 
Although there are some limits on what an 
organization can choose because of the dependencies 
among process areas, the organization has 
considerable freedom in its selection. 

 
Once you select the process areas, you must 

also select how much you would like to improve the 
processes associated with those process areas (i.e., 
select the appropriate capability level). Capability 
levels and generic goals and practices. 
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The CMMI Process Areas (PAs) can be 
grouped into the following four categories 

 
• Process Management 
• Project Management 
• Engineering 
• Support 

 
Table-3: Organization of Process Areas 

 
Category Process area 

Process 
Management 

• Organizational process definition 
• Organizational process focus 
• Organizational training 
• Organizational process 

performance 
• Organizational innovation and 

development 
Project 
management 

• Project planning 
• Project monitoring and control 

supplier agreement management 
• Integrated project management 
• Risk management 
• Integrated testing 
• Quantitative project management 

Engineering • Requirements management 
• Requirement development 
• Technical solution 
• Product integration 
• Verification 
• Validation 

Support      • Configuration management 
• Process and product quality 

management 
• Measurement and analysis 
• Decision analysis and resolution 
• Organizational environment for 

integration 
• Causal analysis and resolution 

 
6. 1 Goals of CMMI 

 
  The Goals are descriptions of desirable 
organization states. Each process area has associated 
goals. 
• Corrective actions are managed to closure 

when the project’s performance or results 
deviated significantly from the plan. 

• Actual performance and progress of the 
project is monitored against the project plan. 

• The requirements are analyses and validated 
and a definition of the required functionality is 
developed. 

• Root causes of defects and other problems are 
systematically determined. 

• The process is institutionalized as a defined 
process. 

 
7. CONCLUSION 

The SQA components were explained by 
considering the SQA system processes, and their 
inputs, outputs and sub-processes. They were 
classified as organizational level and 
department/project level and also the formulation of 
errors and the defects that are raised at the time of 
software development phases are explained with 
CMMI framework and its goals. As a result, the aim 
was to make a better software that is fully satisfying 
the requirements of customers with the help of SQA 
system components. 
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